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So, in this fetch stage so, PC is equal to you are keeping the value of the memory address 

register can I actually merge this 2 in a single time step not possible, because in the first unit 

the value of the program counter will go to the memory address register, you give some time 

give one unit of time for that, then the memory address register will be read, now the memory 

will know that I have to supply the data which is actually the instruction from the address, 

which is given in the memory address register. 

So, if I merge this 2 together there will be a lot of hotspots, because I you tell me that I have to 

deliver from this address and deliver it now. How can I do that I require some time to read the 

address, go to the relevant location, bring the data and give it to you. So, I cannot merge t1 and 

t2 at a single point of time, but if you look at it I am giving some because this job is over, you 

have told me what is the address. 

Now I go and bring the data from that memory location already you have given me from where 

I have to fetch the data. Then the job of the program counter is over, because program counter 

is telling me the address from where I have to give from the get the data from. 

So, you have told me the address and now I am going to get the data from the memory. Now 

the program counter is free. So, better you can increment the program counter. So, it is very 

obvious I can merge step 2 and 3 together, because after reading the value of the program 

counter to the memory address register my job is done I am free at hand. 

496



So, if you are free at hand then actually I can reuse the PC that indicates I am incrementing it 

by one. So, memory, taking the data from the memory to the memory buffer register and 

program counter increment these 2 micro instructions you can do it in time steps 2, because 

they are 2 non-dependent micro instructions. Of course, this then the last is memory buffer 

register we will be writing it to the instruction register of course, PC you can be merged with 

t2 PC increment can also be merged with t4. So, any way you can merge. 

Of course again I cannot merge step 2 and step 4, because step 2 actually tells that I am bring 

the data from the location. Before the data is brought to the memory buffer register you cannot 

directly transfer to the IR. So, these 2 are memory interdependent instructions and 2 and 4 are 

interdependent instructions. So, there cannot be merged, but this one is an independent 

instruction even this 2 are dependent. So, you can either merge it with this or you can merge it 

with this. 

So, basically 3 time steps or micro instructions are required or 4 micro instructions are required, 

but in 3 time steps you can complete the fetch stage, that is what is saving is called a clock 

grouping that I am grouping. So, either I am grouping basically these 2 guys together or I can 

merge this 2 guys together. So, 4 micro instructions, but I can do it in 3 time steps. 

(Refer Slide Time: 35:27) 

 

So what is clock grouping proper sequence should be maintained you cannot alter the sequence 

that is I am getting the data; before I put the registers in address that cannot be done. Proper 

sequence should be follows; ideally there should not be any conflicts that is there cannot be 
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any biasness I mean there can’t be any what we call race condition kind or a actually conflict 

of interest kind of a thing that is I want to read from that register at the same time you cannot 

write to the register. Those instructions are called conflicting instruction, because they are using 

a common resource either for read and write. 

So, you cannot do at the same time and program counter is always involved in an increment. 

So, you try to fit the program counter at some place after the data has been read or after the 

instruction has been read, then the program counter is free you can try to increment the program 

counter and try to fit it in some place where there is no conflict. 

That is how basically the ideas of clock grouping is very simple, sequence you cannot change 

you cannot have any conflict, like if I want to read from register R1, you cannot put a micro 

instruction at that same level in which there is an updating. Similarly we have given an example 

and, but program counter is bit free because whenever the program counter has given the data 

to the memory address register to fetch the instruction it is free you can use it and put it in 

parallel. 

(Refer Slide Time: 36:42) 

 

Again we will now see this stage we have already discuss discussing for the fetch. 

So, first stage is program counter value to the memory address register, memory buffer register 

will take the value from the memory, you can merge this 2 and the memory buffer register will 

write to the instruction. This is very simple that is for example, if you have an instruction say 
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ADD accumulator 30 immediate. For such an instruction this is very simple, first you will fetch 

it then actually may be from this program counter will give the value in the memory address 

register. So, in that memory address let us say that this instruction is there. So, PC will be 

incremented and then the instruction register will have this part. 

Now, you want to actually execute this. Then exactly what happens basically depending on 

whether 30 is an immediate or 30 is a memory location the number of instructions in the decode 

phase will change, that is we are going to look at it. 

(Refer Slide Time: 37:40) 

 

So, in the third stage it says that the memory buffer register will write to the instruction register. 

So, if it an immediate data more or less our job is done, because now your instruction register 

basically has the memory buffer register which is having the data called ADD accumulator 30 

H which is a may be immediate. 

In case of immediate you did not do anything, because when the memory buffer register has 

dumped the value in an instruction register, you have already fetched that may be this ADD 

immediate opcode corresponds to immediate. So, you can directly take and there is no further 

micro instructions required, but assume that in this case it is a indirect or it can be a direct, but 

it is a non-immediate mode of addressing, then in this case what happens? 
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Say it is let us take ADD accumulator 3030 Hex. So, it is a direct addressing mode. So, we are 

doing that take the value from the memory location 3030 Hex, you go to the memory location 

called 3030 whatever data is there you ADD it to the accumulator and store it.  

So, in this case what happens this one will come to the accumulator. So, this whole thing is 

now. So, this instruction or the value of 3030 is now in the instruction register, but now what 

happened we have to now again give this value of 3030 to again to the memory address register, 

because this is some location called say 6. Say program counter value was 6. So, program 

memory location 6 had this instruction. So, it is now in the instruction register but now again 

you have to now load the memory address register with this 3030.  

Then again we have to read the value of memory location 3030 to the memory buffer register 

and only that can that will again brought into the instruction register and then again you can 

add it, that means a 2 stage process. Immediate means you can directly whatever is in the 

memory buffer register like we have seen ADD accumulator 30 you can directly take in the 

buffer register, go to the instruction register ADD it and you are done. There is no further more 

steps required, but if it an indirect mode or a direct mode and non-immediate. That is data is 

not available in the instruction itself then you have to go for multiple stages. Like instruction 

register address you have to again feed it to the memory address register that is this 3030 again 

I have to feed it to the memory address register, next memory buffer register memory will right 

to that. 
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For example in 3030 we have the value called 6; that means, we are going to ADD the value 6 

to A and store it back to the accumulator, that is memory location 3030 let us assume that has 

the value 6. So, in step 3 basically you are going to read the value of ADD A, 3030 hex in the 

instruction register. 

Now instruction register will know that again I have to go for it’s an indirect. So, it’s a basically 

direct addressing, but a non-immediate addressing. So, it will again load the value of 3030 in 

the memory buffer register. So, memory buffer register ah memory address register will have 

the value now 3030 and now the memory buffer sorry the memory address register will take 

the value of 3030 from the instruction register, memory ad buffer register will take the value 

from the memory location 3030 and put it to the memory buffer register. 

And then this memory buffer register, which is having the value of 6 now will be loaded to the 

instruction register. So, now, the instruction register will have ADD A, 6. So, it will load it to 

the accumulator after adding. So, in fact, now some more instructions are required like in this 

case all this will be required which will solve the problem, but again if you see none of the 

instructions can be put in one time step. Because in this case you are reading in time t3 you are 

reading the instruction register address that is 3030 in the memory buffer register. You have to 

give some time then only the memory address register will be read and you are going to give 

the value in the memory buffer register. 

After sometime the memory buffer register address that is the data from the address that is 6 

will be loaded to the instruction register. So, in fact, you cannot parallelize because this one is 

dependent on this and this one is dependent on this. So, you cannot save any time step in that. 

So, only time step which we save is that in time step 2 we have merged the memory buffer 

register writing from the memory and we add program counter. 

So, what we have seen. So, if it is a simple immediate mode of addressing then we require 3 

steps 1 2 and 3, that is in step 1, this can be considered step 2 and this can be considered step 

3 and if it is a non-immediate mode; that means, may be a direct mode for indirect mode may 

be several other steps will be required, because more complicated your instruction is more 

number of micro instructions will be required. So, is that in case of a direct we need another 3. 

So, total number of stages time steps will be 5. 

501



(Refer Slide Time: 42:25) 

 

So, what I was telling you is that we are writing in the slide that what are the dependent 

dependency like for example memory, memory, memory to memory buffer register and 

instruction register to the memory. We cannot put these 2 micro instructions together, because 

first the memory will memory value will go to the memory buffer register after sometime from 

memory buffer register it will go to instruction register, you cannot merge these 2. So, you have 

to have a proper sequence. 

So, what we have seen if you are not going for any clock grouping then the number of time 

units required to go for a fetch immediate instruction will be 4. And if you optimize it one will 

be saved that is the incrementing of the PC will be saved then you require 3. Similarly if this 

is a non-immediate mode like a direct mode of instruction. So, this is either 5 or 6, because we 

are optimizing the program counter increment which can be fit with any other stage. 
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Before we end some other micro operations for different other stages of instruction I am 

showing over here. Say for example, this is for the interrupt cycle. So, if there is a interrupt 

instruction is there what are the micro instructions. So, in the beginning we all know that the 

micro instruction when it’s interrupt you have to save the value of program counter and 

whenever the interrupt service routine have been done, you have to again come back and pop 

up the value of program counter and restart from where we have left. 

So; obviously, we have to store the value of program counter value somewhere. So, you write 

the value of program counter in the memory buffer register, please note that we are not writing 

the program counter in the memory address register. Program counter writing in the memory 

address register means you are fetching some instruction. Here we writing the value of program 

counter to the memory buffer register, because we are saving the value of PC. So, saving the 

value of PC means the value of PC I am writing to memory buffer register, from memory buffer 

register it will basically go to a place where it will be saved. 

Now, where I have to save it in the memory that will be actually the address to save the PC 

contain, that is actually a stack address where we save the value of program counter, sometime 

temporary registers, before the interrupt service routine is started. So, you actually in the; what 

you do? So, you can see that first stage I write the value of the program counter in the memory 

buffer register, second stage I write in the memory address register to save the value of the 

program counter. 
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So, now basically already in the first stage we have saved the value of your program counter 

in the memory buffer register. Now I give the address where we have to save the value of the 

program counter in the memory, but at the first stage PC is now free we have already saved the 

value of PC in memory buffer register and after that you are going give the address in the 

memory address register where the value of MBR has to be saved indirectly the PC will be 

saved, but in the first stage only the PC has saved. 

So, in time 2 you can put PC to the starting address of the interrupt service routine you do not 

require a t3 over here t1 you save the PC in memory buffer register, step 2 you write the address 

in the memory buffer register sorry memory address register where you want to store the value 

of PC, at the same time you need you increment the value of PC, because PC is free. 

So, in this case you jump to the interrupt service routine and then in the time step 3 the memory 

buffer register will write the value to the memory, whose address was given in the memory 

address register. So, in step 3 actually you are physically saving the value of the program 

counter. So, instead of 3; 4 you can save it in 3 time units.  

Basically we have merged because of clock grouping which could merge the memory address 

register writing and the program counter increment, because already we have saved the value 

of program counter. Another simple this was all about basically load, store, fetch and some 

kind of interrupt type of part of the macro routine, but now let us take a very simple instruction 

like ADD R, X basically that is you want to ADD the value of R to some memory location and 

memory location is X content of X you want to ADD with R and save it in register R. 

So, basically what are the micro instructions involved for this? Fetch already we have seen may 

be it has been fetched etcetera then what is the case? So, basically this is already in the 

instruction register, because we assume that it has been fetched. 
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So, in the from the instruction register you have to get the value of X. Address X means the 

value of X that is 3030 in the example we are looking at. So, memory address register will be 

fed with the value of address of X. 

Now, the memory buffer register after some amount of time we load the value that is of 3030 

assuming that is X the value in the memory location X, which we are calling as 3030 in the 

example that value in that location will be loaded to the memory buffer register in time 2 and 

in time 3 basically, which is the logic operation the accumulator sorry the arithmetic and logic 

unit will be involved it will ADD the value of memory buffer register with the register R and 

it will be saved in R. So, this ADD R, X will be done in 3 micro instructions. 

And of course, you can find out that there is lot of interdependence, because neither you can 

parallelize. Means you cannot put memory this first instruction with second and second with 

third. So, so they are all interdependent instructions. So, three instructions are required for that. 
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So, basically in this unit what we have seen in this unit basically we have got an idea that there 

are macro instructions and each macro instructions must be implemented in terms of some 

lower level instructions, which are we calling as micro instructions. And how micro 

instructions basically together are responsible for implementing a macro instruction and each 

micro instructions are so finite or so atomic we need not break it down into further level. 

Basically each microinstruction involves kind of some kind of control signals which will 

actually make them operate, that we are going to see in the future units to be coming, but macro 

instructions micro instructions at the module at the unit level or the atomic level together they 

make the macro instructions and a code executes. For each micro instructions we will see that 

there are some kind of signals, which are generated, we will see in the future units how to 

generate the signals and how basically they involve in real hardware to execute, like if I say 

ADD, how the corresponding micro instruction? What are the signals it generates to exactly 

make it add the 2 operands by the CPU ok? 

So, before we end basically let us look at the some of the questions, like first question is what 

is micro instruction? Explain the principle of program instruction in terms of micro instructions 

and micro operations. And second instruction if you look at it this these are the objectives, like 

discuss the concept of instruction cycle and micro instruction operation. So, directly if you are 

able to answer this question this instruction this objective is satisfied. What is the concept of 

clock grouping like specify the different phases that are involved in the micro instruction to 
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carry out those phases? Design the sequence of micro instructions to complete instruction 

execution? 

So, if you are able to specify and design of course, you will be able to optimize it in terms of 

clock grouping. Give the micro instructions involved in fetch instructions, give the micro 

instructions involved in the interrupt cycle and execute cycle. So, these questions basically we 

have this questions for assignment, when you will be solving this questions basically you are 

easily going to satisfy these objectives. Like the first one is basic concept of micro instructions, 

third and fourth questions basically tells you about different phases of the instructions and 

basically what are the micro instructions involved in it. 

So, basically these questions actually satisfy these objectives. So, after solving I mean after 

discussing this unit you should be able to solve this questions and hence satisfy the objective. 

And whenever you are going to try to optimize this sequence then the concept of clock grouping 

is coming. 

So, basically with this we come to end of the first unit, from the second unit onwards basically 

we will be more specifically looking into the control signals, which are generated by each of 

the micro instructions, which exactly or accurately result in the flow of the code. 

Thank you.  
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